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Abstract

People are sitting too much and exercising too little in modern society. This is mostly
because of time and motivation problems. To combat the problem of motivation,
an engaging and interesting to play game that involves exercising with friends was
developed. It combines elements of dancing and social deduction games. For the
recognition of dance movements, a smartphone is used as a controller with IMU sensors
and a computer displays the visuals. Points are distributed via an euclidean distance
metric, after evaluating multiple different recognition methods for their advantages
and disadvantages. To visualize the movements, the direction is determined separately
from the points. Moreover, the IMU data received from the smartphone is analyzed to
identify issues and propose solutions.

The development of a lobby system for the Ubi-interact framework is documented
and explained in detail.

It was found that the direction of movements is hard to determine based on the
IMU measurements, whereas the euclidean distance metric works quite well. Further
tests would have to be carried out after improving the visualization of the players’
movements, but an initial test indicates that the concept is fun for the players and has
potential.
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1 Introduction

Although sitting is well established in our society, it has a big problem: people are not
made for spending most of their day in a sitting position. This can lead to physical
or mental health consequences [1]. Nowadays, a lot of young people spend their time
working on their computers and in their free time they like to play games on that same
computer. This is not generally a bad thing since games have been proven to enhance
cognitive abilities and reaction time as well as mental health [2]. But it is not good
for their bodies to be sitting all day long. Movement is important for staying healthy
and fit. But sports can be boring and if you can not meet with others, or do not have
enough free time, it is even more discouraging.

This is why we want to make a game with some connection to sports where you can
get some exercise into your day without even really noticing it. The problem is, not
everybody has a platform specially made for sports games at home. What we can use
instead are cameras of day to day electronics or smartphones because they have IMU
sensors with which they can be tracked similarly to controllers made for this purpose.

We could use the smartphone-controller to track any kind of movement of the
arm/hand but we decided to do dancing because it is fun and is not only good physical
exercise but also stimulates rhythm and simply makes people happy as well as training
the brain simultaneously [3]. If a form of exercise is fun, people are more likely to stick
to it, change their lifestyle to a less sedentary one and get the health benefits that it
brings.

Social deduction games fascinate people and are played around the world. Incorpo-
rating this concept into an exercising game promises to make the game addicting and
encourage people to play it more often.

This is why we decided to make a dancing game with a smartphone and a computer
which also incorporates social deduction aspects.
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2 Related Work

We will look at prior work in the fields of IMU, gesture recognition and similar games
to get an overview of the subjects we need to make our game.

2.1 IMU

In 2019, there was a Bachelors Thesis at TUM [4] that used the Ubi-interact framework to
build a mobile tennis game. The game was played with two smartphones, one used as a
racket and one in a head mounted display to project the court onto the floor. They tried
multiple recognition approaches for this game and came to the conclusion that Hidden
Markov Models (HMM) provided the best classification rates. They distinguished
between 3 different strokes. [4].

MIT conducted a study [5]on how IMUs can be used to detect and classify movements
back in 2002. They build a sensor just for this purpose and predicted that in the future,
more people will have access to these kind of sensors in hand-held computers. And
their prediction was accurate: nowadays, practically everyone has a smartphone and
those contain IMUs amongst other sensors.

The authors also proposed a very simple gesture recognition algorithm based on
how many spikes the acceleration shows. Considering an arm can not move into the
same direction for an infinite time because it is only so long, it has to stop at some
point. This can be used to simplify the problem and just use the number of spikes
in acceleration data, which is the number of direction changes. So if there are two
spikes, the movement is only in one direction. The first spike is the acceleration of
getting the device to move and the second one is the stopping. If there are three spikes,
they classify it as a there-and-back motion and so on. Multiple movements are then
combined to get more complex gestures. [5]

2.2 Gesture Recognition

Apart from detecting movements in the air, surface gestures, a gesture that involves
touching or pressing on a surface, can also be detected. This was researched in a paper
from 2018 [6] where the first wrist-worn device that can classify surface gestures at
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2 Related Work

multiple force levels was introduced. Before that, the sensors had to be worn on the
forearm, which is uncomfortable and is therefore less likely to be done in day to day life.
Wrist-worn approaches could be integrated into watches or similar devices and used to
interact more naturally with other devices around us. For classification, they used a
machine-learning approach that is trained at the beginning once and then re-calibrated
for one minute before each test. The new data is combined with the historical data
to make one great algorithm. This led to high classification rates while still being a
reasonable amount of work [6].

To make recognition more accurate, other sensors can be combined with IMUs. This
can be EMGs like in the last example or for example acoustic measurements [7]. In this
study, a gyroscope, an accelerometer and microphones were used to determine which
gesture was performed. This could be integrated into smartwatches. The microphones
are used as pressure-based sensors to measure the vibrations generated by the skin
due to the movement of tissues and muscles under the skin. They found that the
microphones increased the accuracy by almost 7% compared to just using IMU alone.
Overall, the model had an accuracy of 75% and if used by the same person, even almost
80%. These percentages could still be increased by using a neural network to maximize
classification accuracy [7].

The recognition of gestures can not only be used for games, it can also be useful for
interacting with devices we need in our everyday life. An example for this is [8], a
wheelchair controlled by gestures, which was created by a team from IIEST in India.
This provides an easier and more intuitive interaction method. They managed to get a
recognition rate of 90.5% while operating the wheelchair through an obstacle course.
The gesture was determined complete when the hand did not move for a period of
time by using standard deviation of the last 50 samples of the accelerometer readings
[8]. This shows that gesture recognition can be used for serious applications, too.

2.3 Social Deduction Games

A social deduction game is a game where the players are divided into two or more
groups, typically an “evil” and a “good” group. The “good” people then need to see
through the lies of the “evil” to find and eliminate them. A key characteristic is the
communication during the game [9].

The first successful social deduction game was Mafia, it was created in 1986 by a
Russian student. Later, “The Werewolves of Millers Hollow” followed and was received
quite well. Recently, “Among Us” has been very successful as it has been played by
hundreds of millions of people across the world [10].

There has been a lot of research on social deduction games, such as how they can be
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2 Related Work

used for teaching [11] or what kind of data the players rely on while they are playing
[12]. It was found that the players like to use what the others say and how they say it
as a basis for their decisions as well as non-verbal cues [12]. This shows the emphasis
on communication and social skills that is typical for a social deduction game.

2.4 Dance Games

Dancing is something humans have been enjoying for a long time, so it is only nat-
ural that digital dancing games have been developed. An example is Dance Dance
Revolution which came out in 1998 and was mainly played in arcade halls around the
world [13]. Later, other games followed, some relying on optical tracking, others on
controllers with IMU sensors. Just Dance Now is even playable on a computer with a
smartphone as a controller [14].

A lot of people are very eager to dance and they have fun doing so [3], so it is very
natural that there are many games out there that revolve around moving along with
the beat.

There are also a lot of other games with the core concept of following a rhythm,
such as Geometry Dash [15] or Piano Tiles [16] for mobile. These games are not
about dancing, but you also need to press buttons based on the rhythm of a song
which is a comparable activity. It also enhances the feeling for rhythm and trains the
eye-hand-coordination.
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3 Game Design

In this section, the basics and mechanics of the developed game are described.

3.1 Gameplay

Similar to other social deduction games, there are two groups of players: one faker and
the others are inspectors. There are two slightly different versions of the same dance.
One version is shown to the faker and one is shown to everybody else. Every player
tries to replicate the movements they see on the screen. At the end of the song, the
dance ends and every inspector has to vote on who they think the faker is. If they are
correct, they get points. The faker gets points for every inspector that was fooled by
them.

But there are not only points for finding the faker, there are also points for dancing.
The better the dance moves are executed, the more points. The game measures the
accuracy of a move and its timing and calculates a score based on that.

The game can be played with three to eight players. To make it a true social deduction
game, there needs to be free communication between the players before they vote. To
achieve this, they can use an independent voice chat, such as Discord, because the game
itself does not have a functionality for communicating.

3.2 Implementation

We do not want to use a camera because of space concerns (see chapter 4), so we can
not display the videos of all players and use this as a reference to determine who the
faker is. Instead, only the direction in which they are moving their smartphone is
displayed as seen in figure 3.1.

Because of this, we need to select gestures that only move along one axis. These
movements can be varied in speed and paired with different foot-movements to make
the dance more challenging and interesting.

During the first test (see chapter 8) we also concluded that the game is harder than
we anticipated so the movements should not be as hard and repeat themselves quite
often to make the game not too challenging. We also considered that the gestures must
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3 Game Design

Figure 3.1: Screenshot of a typical game with five players, edited

be detectable with a sensor device in only one of the hands. So they either have to
involve both arms or alternate between using the right and the left arm. The legs and
rest of the body are not tracked at all so the relevant movements have to involve the
arms.

3.3 A Typical Game

For a typical round of Inspector Dance, a player would go on the webpage and scan
the QR-Code with their smartphone. Then, the smartphone needs to be placed onto
a flat surface and directed toward the computer or Laptop. The player then presses
the calibrate button and afterwards gives the IMU Permissions so the game is able to
access IMU data on the phone.

One would then select an existing lobby to join or create their own and wait for
others. Once there are enough people, the game can be started by the creator of the
lobby. If someone wants to leave the lobby before that, they can do so. Once the game
is started, the direction arrows of all the players are displayed in a grid with the dance
that the player is supposed to do in the middle so it is easy to keep everything in
sight. At the top of the screen there is a text that informs you if you are the faker or an
inspector like seen in figure 3.1. The player takes the phone into their right hand and
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3 Game Design

does the dance as well as they can.
When the dance is finished, all the players are automatically forwarded to the

endscreen-page. There, the inspectors need to guess which one of the other players
was the faker. If they guess right, they get points, if not, they lose the same amount.
The faker gets points for every inspector that is wrong and loses some for every right
guess. Everyone has to guess before continuing. The winner is displayed in an alert
window and the players are forwarded to the desktop page where they can choose to
join another lobby or quit the game by simply closing the browser.

3.4 Other, Similar Games

There are a lot of games that involve dancing. We will shortly explain the most
important ones.

3.4.1 Dance Dance Revolution

In this early dancing game from 1998, the user has to press buttons according to arrows
they see on the screen. These buttons are big and on the floor so they get pressed with
the feet. “Dance Dance Revolution” is often found in arcade halls but when played at
home, a normal controller can be used. Then the player is not really dancing except if
they buy a special dancing mat to use as an controller. There is even an e-sports league
and tournaments for this game.

The developers of this game later also made a game for the Kinect, “Dance Evolution”
or also called “Dance Masters”. It was not received as well as Dance Dance Revolution
and got some mixed reviews, for example in [13], because of the song choice and the
recognition not being as good.

3.4.2 Just Dance

“Just Dance 2021” is the latest of a series of games made by Ubisoft Entertainment that
works very similarly compared to our game but does not have the social deduction
game aspect to it. It can be played by multiple dancers, the goal is to get as many
points as possible together. Most popular platforms support it [17].

“Just Dance Now” is part of this series and can be played with a smartphone as a
controller, just like we envision for our game [14]. In all other ways, it works the same
as Just Dance 2021
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4 Hardware

Like already mentioned, we want to develop an approach that uses hardware the user
already has at home. But first, we need to take a look at all methods to find the best
one.

4.1 Possible Solutions

There are multiple possibilities to record and interpret gestures from a moving person,
which are now discussed.

4.1.1 Optical Tracking

The most obvious approach for gesture detection in a fixed setting is optical tracking,
where a camera is used to capture all the movements of the player. Classification
algorithms can then determine where the different body parts of the player are by
refining and processing the picture. Afterwards, shapes are detected and a skeleton is
constructed. More often than not, machine learning is used to reliably detect important
features in the image, especially when dealing with problems such as self-occlusion
or bad lighting. Those are, however, still problematic and decrease accuracy. The
algorithms also need a lot of computation power [18].

There are also RGB-D cameras, where the D means “depth” and implicates that there
is a second measurement method that creates a depth-map by using a time-of-flight
camera, structured light or a similar technology. The advantage of this is that it can
work in low-light environments and track at longer distances, although it requires even
more filtering to get useful data [19].

Structured light approaches can also have difficulties working outside in the sunlight
because it is hard to distinguish between the light sent out and the ambient lighting.
Sunlight contains a broad spectrum of wavelengths and is therefore more problematic
than a setup inside where the environment is more controlled [19]. Time-of-flight
systems are a little more robust in outdoor conditions but if it gets too bright, the sensor
gets too much light and can not function any more either [20].
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4 Hardware

4.1.2 IMU in Smartphones

IMU is an abbreviation for “internal measurement unit”, a collection of sensors, most
of the time consisting of an accelerometer, a gyroscope and a magnetometer [21]. Such
sensors are built into all modern smartphones.

The accelerometer measures the linear acceleration, the gyroscope the angular velocity.
If there is a magnetometer, it is used for calibration, making the gyroscope data more
stable in order to deal with drift issues better. Nevertheless, it can be disturbed by
ferromagnetic materials so it has to be used with caution [21].

By combining the data, we can get the linear acceleration and orientation, among
others. While the resulting orientation is quite stable because of the extra calibration
with the magnetometer, the acceleration is not. We therefore can not reliably determine
the position of the sensor from the IMU data because to achieve this, we would have to
integrate twice and since the data is quite noisy, this gets very unstable.

Some users drop their phones from time to time. This can damage the sensors and
lead to more inaccurate measurements compared to a custom-build sensor.

The advantage of IMU sensors is that they are quite small and cheap, but the cheaper
they are the more computation and filtering is necessary to get good data out of them
as shown in [18].

IMU sensors have a lot of applications, for example they are often used in combination
with GPS to bridge times when the GPS Satellites are not reachable because of a tunnel
or something similar. It can also be used to assist indoor navigation like seen in [22].

4.1.3 Ultrasonic Tracking

We can also use another existing sensor of the smartphone: An approach called Dolphin
uses the microphone and speaker of smartphones to determine the in-air gesture
performed [23]. This works because of the Doppler effect, it is possible to determine
the movement from how the sound was altered by the air. In this particular study, a
sound with 21kHz is emitted and then registered by the microphone.

Indeed, the gesture is only tracked if the user is not more than one meter away from
the device which helps prevent confusion between multiple people. In contrast to
using an IMU, the user does not hold the device but it is stationary, which may be
more comfortable for the player. This method has quite a high accuracy of 93% but it
consumes a lot of energy [23].
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4.2 Implementation: Hardware

Like we just saw, there are many possibilities to deploy our game on some kind
of hardware. What we kept in mind when choosing the right technique was the
accessibility to the average young person to emphasise the casual exercise aspect of the
game.

For detecting the movements there are two general possibilities: use existing hardware
or build a custom-designed device. Obviously the custom-design variant would have
to be distributed and most likely bought additionally, so it is not a good option for our
application. From all the existing controllers, we chose to use a standard smartphone
because it is the most used device with the capability of recording IMU data.

We did not choose to use the camera because to do it correctly, you have to be able to
see the whole body on it. However, this is hard to achieve in a small room because the
player might not be able to step back far enough to be fully visible to the camera. This
is why we chose a different approach.

The data for the gesture recognition will be collected by the IMU sensors in the
phone, the visuals will be displayed on a computer. These two devices are found in a
lot of households and are therefore easily accessible. It would be even better to only use
one device but this is not possible in our case because we need a big enough display so
the players can see each others’ actions.

For displaying the game, we could have chosen a head-mounted display, however
this is not standard in every household so we chose to stay with a regular desktop
computer as a display for our game. This is also sufficient for this game and the head
mounted display would not add much to the game but could impose a safety risk.

The ultrasonic approach was not chosen because one meter distance to the device
is not enough for a dancing game to work properly. When standing this close, there
would be the risk of hitting the device.

4.3 Deployment

Originally, we wanted to let the classification algorithms run only on the server and not
on the clients devices. However, there were some difficulties with Ubi-interact and the
algorithms are thus executed on the client’s PC. The smartphone does the gathering of
the data and then sends it to the Ubi-interact server which just passes the data on to
the PC. There it is processed and the visuals are updated accordingly. An overview of
the devices and their relationships can be seen in figure 4.1. The dashed lines represent
logical relationships that are actually realized via the server. Only along the solid lines
is there actually data traffic. The connection between the PC and the smartphone is
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Computer 1 Computer 2

Smartphone 1 Smartphone 2

Computer 3

Smartphone 3

Server

Figure 4.1: Deployment diagram

realized by saving each other’s client ids and the relationship between the PCs is only
saved in the player maps of the PCs (see chapter 6).

The system was tested mainly using an iPhone 6S and a MacBook Pro 2017, which
also had the server running at the same time. As a browser, mainly Safari was tested.
It does also work on other systems, but compatibility can not be guaranteed with every
operating system and browser. Still, it is not confined to iOS or macOS devices but also
runs on Android and Windows, respectively.

4.4 Comparison with Other Systems

Over the last few years, a lot of systems were created to do exactly what we want:
capture movements and forward it to a computer that can then process the data and
use it, for example, to play a game.

4.4.1 Kinect

Kinect is an add-on for the consoles of Microsoft that uses optical tracking to capture
the user’s movements. The first Kinect used a structured light approach whereas the
second one uses a time-of-flight camera and infrared light. There have been sold almost
30 million of them, especially the first generation, but it was discontinued in 2017
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4 Hardware

[24]. It was not liked by the gamers as much as it inspired engineers to make new
applications and try it in different environments [24]. For example, it can be used in
a classroom to improve motivation and create an immersive learning experience [25].
Likewise, it is suitable as a 3D measuring device as shown in [26].

4.4.2 Nintendo Wii

The Wii by Nintendo was launched in 2006, which is a little earlier than the Kinect. It
does not use an optical system but rather a hand-held controller with an integrated
accelerometer to detect movement. Additionally, it works like a normal remote and can
detect its pointing direction by sending a signal to the console itself [27].

The Wii, just like the Kinect, has been used for education and sports-based applica-
tions like in [28]. It has an advantage because there is also a balance board available
that is used as an alternative controller and can aid in evaluating balance of people [29].

Even though devices like Kinect and Nintendo Wii have been accepted quite well
by the users, the majority of households are still without such a system. We want to
make it as accessible as possible and therefore use what almost everyone already has at
home: a computer and a smartphone.
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5 Software Prerequisites

5.1 Ubi-interact

For the interaction between the different devices in the system, we use a framework
that was created specifically for the purpose of running on devices with different soft-
and hardware. It does this by specifying the data formats, not the devices and their
operating systems so the hardware can be easily changed without altering code [30].
This is very useful for a game that is supposed to run on a lot of platforms in order to
make it available for as many users as possible. The basic functionality is illustrated in
figure 5.1.

Ubi-interact works on a basic server-client architecture and sends data using the
publish-subscribe pattern. The data is published under a unique topic which only the
device that created the topic can send data on. Another device can then subscribe to this
topic or multiple topics using a regex and receive the data that was sent. “Device” in
this case is not necessarily a single device like a sensor or a laptop but just a collection
of components [30].

In the basic case, a client sends the data to the server and another client receives
it. But there is also the possibility of running a processing module on the server that
transforms the data before passing it on. A processing module is a black box where you
only define the input and output. This is helpful for using libraries that are not able to
run on the client systems, handling a number of devices together without having to
specify their number and it also helps make the code more re-usable. To bundle the
processing modules, there are also sessions [31].

However, during the making of this thesis, these advanced functionalities were not
usable because another important component, a topic-muxer was out of service. It would
be responsible for bundling topics of the same kind so all the data that belong to one
category can be received easily [30].

5.2 Vue.js

Vue.js is “a progressive framework for building user interfaces” [32]. It focuses on being
incrementally adaptable and easy to learn. The main advantage for us is the reactive
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5 Software Prerequisites

Figure 5.1: Overview over Ubi-interact, taken from [31]

components, but the conditionals and loops are also helpful [33]. Additionally, the user
input is handled using Vue’s v-on directive. The languages used are JavaScript, CSS
and HTML.

5.3 Implementation

We chose to keep the application in the web browser and not make an app to simplify
testing and deployment across larger distances as well as to make the game compatible
with different operating systems. This system is also very easy to use for players as
they only have to type in an URL and then follow the instructions on the display.

For the frontend, we use Vue.js and for the sending of the data, we use Ubi-interact.
The frontend is not integrated into the Ubi-interact framework to make it easier to use.

To be able to access IMU data on iOS, it is necessary to use https or TLS-Encryption
so we configured the Ubi-interact server accordingly. As already mentioned, the system
was mainly tested using Safari as a browser but should also run on other platforms.
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Figure 5.2: Image of a user scanning a QR-Code to establish the controller-desktop
connection

5.4 Controller-Desktop

For our game to work, there needs to be a connection between the desktop and the
phone of the player. To establish this connection as comfortably for the user as possible,
we use a QR-Code. The user navigates to the entry page with their computer and
scans the displayed QR-Code with their phone as seen in figure 5.2. This code leads
to the mobile page and also contains the computer’s client id given by Ubi-interact.
The phone then publishes the desktop id on the topic “/clientId/handshake” so the
desktop knows which client is its partner.

The players are connected with each other via the lobby system which is further
explained in the next chapter.
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6 Lobby System

6.1 Overview

To be able to have multiple groups playing at once, the players that are online need
to be divided into groups. However, since Ubi-interact did not have its own lobby
system yet, we had to make our own. This was done in a de-centralized way, because,
as mentioned earlier, the topic-muxer was out of service. This is why the current states
of all lobbies are saved on every client.

The lobbies are stored in two maps, one maps the lobby ids to their names (called
lobby map) and the other one maps the lobby ids to another map of player ids mapped
to player names (called player map). The player map is illustrated in figure 6.1. This
way, all the data is easily accessible and displayable. The two aspects that need to be
displayed are the list of lobbies the player could chose to join and the names of the
other players that are currently in the lobby.

The user interface is in German and can be seen in figure 6.2.
The lobby id is always the client id of the host’s computer, given by Ubi-interact.

All of the lobby actions only have consequences for the computer of the users, not the
smartphones. When the game is started, the current game state, including the lobby
id is saved in an object to transfer the data to the next page and the mobile client is
notified. There have to be three to eight players in the lobby to be able to start the game.

6.2 Actions

Basically, every time a client wants to do an action, this is published on a topic that
contains the client’s id. All other clients are subscribed to the topic via a regex. The
client publishes on “/clientId/<what to do>” to make sure that the topic is always
unique. In the object that is passed, more information is added, like which lobby to
join or the name of the player. For example, when a player wants to join a lobby, the
client publishes the desired lobbyId and their name on the topic “clientId/join_lobby”.
Because all other clients are subscribed to the regex “/*/join_lobby”, they know the
player wants to join.

The actions are: greet, make lobby, join lobby, leave lobby and start game. When a client
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lobbyid01

lobbyid02

lobbyid03

playerid01 playername01

playerid02 playername02

playerid01 playername01

playerid02 playername02

Figure 6.1: Illustration of the data structure used to save all lobbies

Figure 6.2: Screenshot of a lobby with five players
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6 Lobby System

receives a greet signal and it is the host of a lobby, it sends its lobby id and lobby name.
This makes it possible for players to join lobbies that were made before they connected.

When receiving a make lobby command, a new lobby is added to the lobby map and
the lobby id is also added to the player map, after making a new map with the host’s
id and name in it to provide the content for the lobby in the player map.

When other players want to join an existing lobby, the join lobby command is used.
Upon getting this message, a client simply adds the player’s id and name to the correct
lobby in the player map.

Finally, it can also happen that a player wants to leave a lobby and join another one
or quit the game. For this, we use the leave lobby command. If the player leaving is
the host, the lobby will be deleted. This is done by removing this lobby id from both
maps. All other players that were in this lobby will be thrown out. If it is another player
leaving, this player id and -name will just be deleted from the player map.

To save important information while changing the page, we created a singleton object,
the GameState object, to hold the data for later. It is accessible from every page and is
unique for each client.

When the host starts the game, the start game signal is sent along with the current
GameState object of the host. To continue on to the ingame-screen, some data needs to
be saved first. Most importantly, the map of players currently in the lobby needs to be
saved. It is converted to an array of objects that also includes the current points and
direction for the visual representation of the movement later. Additionally, we need to
save the rotation the smartphone was calibrated to earlier and the lobby id. The host
device randomly determines a faker and saves it in its GameState object before sending
it out so all the other clients can save it in theirs. Once all the data is saved successfully,
the player is re-directed to the ingame-page and the video automatically starts playing
the dance.

After all changes to the maps it is important to make a new object instance of it to
force Vue to re-render this part of the page and update the lists correctly.

6.3 Errors

The system is built in a way to avoid errors produced by the user, this means that
buttons only appear when the user is permitted to press them. For example, the “leave
lobby” button only exists if the player is already in a lobby and the “make lobby”
button disappears once the player joins another one. For the remaining scenarios, there
are error messages in place that let the user know what they did wrong and why the
desired action is not possible at the moment.

The problem is that, because the state of all lobbies needs to be saved on all clients,
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the system is not very scalable. This could however easily be fixed by copying the code
into a processing module that runs on the server and make some minor adjustments.
This would also fix the remaining issue that, when a new client connects, only the list
of lobbies they could join is passed to them, but some other information is missing.
The centralized version could handle this very easily and can be re-used by future
applications.
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7 Gesture Recognition

There are a lot of approaches to recognize gestures algorithmically which can be
classified into three groups: template-based, statistical-based and machine learning-
based [34].

7.1 Gesture Classification Approaches

7.1.1 Template-based approaches

Template-based means that there is a catalogue of gestures and data on how these should
look like. There are then different ways to compare these to the input the user delivers
and match the most likely gesture. The drawback of this method is that you need to
find one generic dataset to save in the catalogue as example. This can be hard for more
complicated gestures because they might have quite different data depending on the
person [34].

Euclidean Distance Metric

Calculating the euclidean distance metric is one of the simplest ways to detect gestures.
You just calculate the difference between the vector saved in the catalogue file and the
input. Afterwards, the gesture with the smallest deviation is selected as the correct
answer. It is used for instance in [34].

7.1.2 Machine Learning

Machine learning has gained a lot of popularity during the last years. It is especially
helpful to use in cases where we have noisy data that need to be classified. It is popular
in gesture recognition because you do not need to worry about issues like, for example,
the same length of gestures, as much.

To use a machine learning model, you need to train it first. For this, you need data
from multiple people to avoid over-fitting which is a problem where the model is so
well fitted to one person, it can not accurately detect gestures of other people because it
is too specialized. Each person needs to perform the gesture many times to train the
model well, which is a lot of effort.
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Figure 7.1: Illustration of a Hidden Markov Model

When machine learning is used, Tensorflow is oftentimes the first choice because it
can be used with JavaScript and it is easy to understand. This has for example also
been chosen in [35] to classify gestures measured by EMG Sensors.

7.1.3 Hidden Markov Models

Hidden Markov Models are normally used in statistical-based approaches [34]. They
consist of hidden states and a process depending on these. The hidden states, in
the case of gesture recognition, correspond to the gesture performed and the process
represents the data we get from the sensors. So we can not observe which gesture was
performed, but it influences the sensors’ measurements, which we can detect [36]. This
relationship can be seen in figure 7.1.

In short, we use HMMs (one for each gesture) to predict the next time step based on
the user input until now and the prior training, and classify the gesture accordingly.
You need to train the models beforehand just like you do with machine learning which
is a drawback because of the different people required and the time effort. Undoubtedly,
they do give good results in most cases.

After trying some approaches, [4] came to the conclusion that Hidden Markov Models
(HMMs) are the best way to classify tennis strokes. This shows that this classification
technique is a good fit for smartphone IMU applications.

They were also used in [37] and provided a very high classification rate for session-
independent data. However, for person-independent, it was only 74.3% so there needs
to be a calibration for every user to make it work reliably.

7.1.4 Finite State Machines

Less commonly used, yet very interesting, is another approach that uses finite state
machines to classify the data [38]. The machine is created using training data and
k-means. The state with the largest variance is split when the error improvement gets
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too low. This is repeated until all state’s variances are under a certain threshold. Later
on, they manually specify the temporal ordering to get the finished state machine [38].

This is different from HMMs because the training data does not need to be well-
aligned and the structure of the states is not defined. Additionally, the computational
complexity is smaller and the classification therefore faster [38].

7.2 Our Approach

7.2.1 Simplifications

We have the advantage that since we know the dance, we know which move the player
is supposed to be doing at the moment. We also know the duration of the movement
so we do not have the problem of finding the beginning and the end of the gesture, we
just take the time frame of when the gesture is supposed to be performed.

We also do not need a very accurate gesture recognition where we are able to
distinguish between gestures and there is only a right or a wrong answer. What we
need is a scoring system on how well the player performed what they saw on the screen
as well as a way to display what the others did.

7.2.2 Globalization of Acceleration

All the data we get from the phone is given in a local coordinate frame that can be
seen in figure 7.2. Because we want to know in which direction the phone is moving
relative to the computer screen, we need to transform the acceleration into this different
coordinate system. Our global coordinate system is oriented relative to the screen, or
better said relative to the starting, calibration position of the phone.

To do this, we just use the orientation we are given and rotate in the opposite
directions. Because of how the angles are given in this API, we need to rotate around
z-x-y in this order. So we take the rotation matrices for the angles and multiply them
in this order to get:

 cos(z) −sin(z) 0
sin(z) cos(z) 0

0 1 1

 ∗
 1 0 0

0 cos(x) −sin(x)
0 sin(x) cos(x)

 ∗
 cos(y) 0 sin(y)

0 1 0
−sin(y) 0 cos(y)

 =

 cos(z) ∗ cos(y)− sin(y) ∗ sin(x) ∗ sin(z) −cos(x) ∗ sin(z) cos(z) ∗ sin(y) + cos(y) ∗ sin(x) ∗ sin(z)
sin(z) ∗ cos(y) + sin(x) ∗ cos(z) ∗ sin(y) cos(x) ∗ cos(z) sin(z) ∗ sin(y)− sin(x) ∗ cos(z) ∗ cos(y)

−cos(x) ∗ sin(y) sin(x) cos(x) ∗ cos(y)


(7.1)

For x,y and z, we need to plug in the negated values of the (local) rotation around
the respecting axes.
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Figure 7.2: Illustration of the coordinate system of the smartphone

To get the correct relative orientation, we need to calibrate the phone at the beginning.
For this, we ask the player to make the arrow on their smartphone point to their PC.
Then, they should press a button and the phone publishes its current position to their
desktop. This orientation also needs to be saved in the GameState object to be accessible
from every page.

7.2.3 Two Approaches

With the assumptions and the globalised acceleration, we developed two approaches:
For the first one, we only take the direction of the movement in the global coordinate
system and classify it into one of six categories: up, down, right, left, front or back.
Although this is not very accurate, it is robust and simple. We use this to show the
players arrows for each participant to visualize the movement.

Direction Arrows

To smooth the data, we first filter out small acceleration values and put the remaining
ones into a round buffer. We then iterate over the buffer and sum up the contents to
get an estimate of the velocity. To be accurate, we would need to multiply this with the
time difference but this is not necessary in our case because the time difference to the
last measurement is always the same and we would therefore just scale the data.
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Once we have obtained the velocity, we sum up all of the components of the vector
and discard it if it is too small. Afterwards, we calculate the difference between the
axes, so x-y, x-z and y-z. These values are used to get the axis on which the movement
occurred, for example the y-axis. To do this, we compare two of the difference values,
in our case di f f XY and di f f YZ to the threshold value minDi f f erence in the following
way:

di f f XY < −minDi f f erence && di f f XZ > minDi f f erence

Like this, we only need three difference values to compare all of our axes against each
other. Afterwards, the direction on the axis is determined by the sign of the velocity
estimate, for example “right” if the sign is positive.

Because the acceleration is very unstable and oscillates around zero, the velocity does
as well. The averaging helps with this problem because the negative and the positive
values cancel each other out. With the addition of the filtering of small values, we get
filtered data.

In the end, we publish the calculated direction so the other players’ devices in our
lobby can display it.

Points by Euclidean Distance Metric

For the second approach, we calculate the euclidean distance between the vector of the
recorded dance and the data the player is producing and calculate a score based on this.
For this, we use the acceleration, orientation and velocity. This data is first recorded
and stored in a CSV file, which is then read at the start of the game.

We compare each category (orientation, acceleration, velocity) against each other in
every time step, so every 10 ms. For this, we iterate over the round buffer and average
each category. For the acceleration and velocity, we just add the components of the
vectors together and divide them at the end. After the loop, we take the distance vector
between the expected and the actual data, calculate its length and give points based on
how much it is off. Of course, a small deviation is normal and therefore not punished.

Because the orientation is given in Euler Angles, we can not just sum them up
normally. We need to take into account that 359 and 0 is only one degree apart.
The orientation of the DeviceOrientationEvent [39] is given in the following intervals:
x ∈ [−180, 180), y ∈ [−90, 90), z ∈ [0, 360]). To get the smallest difference between two
measurements, we use the following formula: min((m)− |a− b|, |a− b|) where m is
the upper bound of the respecting interval and a and b are the two angles.

Because we need to do this conversion, we can not use the same approach as for the
other two measurements. Instead, we calculate the differences and then add them into
one variable. This is then divided after the loop to make an average and we can give
points based on the value.
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Figure 7.3: Graph of the acceleration for a badly performed up-gesture

Figure 7.4: Graph of the acceleration during a single movement along one axis

At the end of the function, the first value in the buffer is deleted and in the next
pass-through, the next number of values is compared.

This comparison method would work with more complicated gestures as well.

Difficulties

It is hard to move a smartphone along one axis and one axis only. Every deviation from
the original path is an acceleration and makes it harder to determine the actual axis
the smartphone was moved along. An example of a shaky and lazily performed “up”
gesture can be seen in figure 7.3. The result of the classification should be “up”, so
positive z, but because of all the shaking this is almost impossible to see from the data.
Additionally, the movement was performed lazily and the acceleration in the correct
direction is not very big as a result.

Another issue is that when a player performs a motion along one axis in positive
direction, the acceleration is positive first, then negative when they slow down the move-
ment because the arm reached its maximum extension. The graph of this movement
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can be seen in figure 7.4. This leads to the problem that we can not easily distinguish
if an acceleration along the negative axis is from slowing down or because the player
started a new movement in the other direction.

Even though we filter the data already, it is still quite noisy. If we sum the velocity
up over time like this: velocity = velocity + acceleration * timedifference it never gets back
to zero, even after only one movement. This shows that the positive and negative
acceleration do not cancel each other out sufficiently and there have to be errors that
accumulate over time.
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8 Results

8.1 Player Satisfaction

8.1.1 First Test

At the very beginning of this work, a small trial run was made to find out the potential
of the game and how to improve the idea. There were five people in this test. They were
connected via a discord-session and could see each others’ cameras. Everyone was sent
a video, one person got a sightly different version but did not know so. Now all test
subjects started their videos at the same time and did the dance as best as they could.
At the end, everyone had to guess who the faker was. This was done in a conversation
so everyone gave a reasoning for their answer. Even though the right person was found,
one could see from the reasons they gave that it was more a coincidence.

It was found that it is quite hard to do a dance for the first time and do it accurately
enough so that other people can tell subtle differences. It is part of the game to figure
out if a player is doing something differently on purpose or if it is just a mistake,
however it was a little extreme in this case. We concluded that we needed to make the
dance easier and more repetitive to give the players a chance to learn the moves and do
them while looking at the others rather than at the model video.

The biggest point of criticism was that the faker did not know it was them. This was
consequently changed for the final version. The players also made a few suggestions
that would make the game more interesting and could be introduced as different modi
later.

All in all, the players enjoyed themselves and said they would play it again sometime.

8.2 Gesture Classification Accuracy

The calculation of the points is hard to judge in numbers, it is more of a subjective rating
if it “feels right” to the player. Additionally, because the checking is done continuously
for the whole duration of the dance and not per gesture, it is difficult to determine
what the system exactly gave points for and what not. Also, the game does not give
any other direct feedback like words of affirmation on the screen because it would be
distracting and too hard to watch the words while still paying attention to the rest
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Table 8.1: Classification rates of the two versions for direction detection
CDAR: correct direction was amongst the results, SDP: only slowing down problem,
Version 1 disregards fast movements

Correct CDAR SDP Wrong

Version 1 46.15% 23.08% 0% 30.77%
Version 2 21.62% 21.62% 32.43% 24.32%

of the players. Consequently, it is questionable if the players even noticed the points
frequently enough to judge their fairness.

Some sanity checks, like not moving the smartphone at all or doing the dance of the
faker as an inspector, were concluded and showed positive results. To determine if the
players feel it is fair, further tests would have to be done.

In contrast, the direction classification was not as easy to do as anticipated. The slow
movements can be classified correctly in 46.15% of the cases and the correct direction
is displayed alongside another, wrong direction, in an additional 23.08% of the cases
in the final dance. The actual classification accuracy is lower than that because the
gestures that worked better were used in the dance and faster movements can not be
detected at all.

We will now look into the details of how we tried to overcome the difficulties.
Because of the issue with slowing down that was mentioned earlier, the classification

result is often times “up - down” for a single movement upwards.
We tried to fix this issue by averaging over a larger circular buffer and by checking

the buffer less frequently. However, this makes it less responsive and harder to classify
faster movements. One would think that it is possible to find a middle way but checking
every 13 measurements, which is every 0.13 seconds, makes it jitter and we have the
slowing down problem and if we only check every 14 times, so every 0.14 seconds, it
makes it laggy and unable to recognize fast movements.

The approach with the jitter problem is good at detecting fast movements because if
the player starts a downwards motion right away every time they finish their upwards
motion, the slowing down is the same as the acceleration in the new direction and
therefore the problem is not visible. It gets 21.62% completely correct, 16.22% of the
results at least contain the correct direction and 32.43% are only wrong because they
include the slowing down as a direction. All the classification rates of the two versions
can be seen in table 8.1.

We tried to get rid of the slowing down problem by saving the last recognized
direction and then only putting “down” as a valid classification if “up” was not the last
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direction and so on. This however only resulted in “up-down” changing to “up-none-
down” so we would need to account for this for a longer time but then, fast direction
changes on the same axis can not be detected any more.

In the end, we decided to go with the laggy version and just not put a great emphasis
on the fast movements in the dance. The quicker steps are only there to make it more
challenging, but the faker has to be found using the slower steps. The points are not
influenced by the direction recognition in any way so it is not possible for one player to
just not do the fast steps and be lazy.

For the buffersize, we decided on 130 for the direction buffer and 20 for the points.
The big discrepancy comes from the problem just described that forces us to use a
bigger buffer for the direction recognition. We could not make it even bigger because
130 measurements already hold the data of 13 seconds and the gestures are performed
in less time than that. But if we make it smaller, we do not have enough smoothing.

We found that, generally, the measurements are quite inconsistent. One could do the
same motion twice and get quite different results. For example, in figure 8.1 the same
person performed an up-gesture twice, right after one another, and the data looks quite
different even though the detection is still possible. If there is a change of person, this
is obviously more extreme. Once again this illustrates how important smoothing and
filtering is.

8.3 Kalman Filter

The main improvement that should be done is using a Kalman Filter. Hopefully, this
would increase the accuracy by providing better data to work with.

To make the Kalman Filter, we need a motion model which would just be the basic
motion equations in our case.

It works in two steps: the first one is the predict-step and the second one is the
update-step, together they have five equations. In the predict step, we use the control
matrix and a state transition matrix to predict the current state and the error covariance.

Afterwards, in the update-step, we calculate the Kalman Gain and the error covariance
is updated. Then, the state estimate is updated using the measurement vector [40].

8.4 Future Work

The arrows could be replaced by glowing streaks to visualize the movement better and
allow for more different gestures. Because it is not desirable to calculate the position
of the smartphone, we propose an approach where the gesture is classified and based
on this classification, an animation is played. So the animation is not exactly what the
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Figure 8.1: Data of the same person doing the same movement

player does but what the classifier thinks the player is doing. An example of how that
could look like can be seen in 8.2.

To improve the classification itself, we could use a HMM or Tensorflow if we can
provide the data needed to train them. This should improve classification enough to
base both the points and the visualisation on it.

Furthermore, we could also improve the gameplay to make it more variable and
interesting. The players in the first test for instance suggested to not give the faker any
video to copy from but just let them try to copy the inspectors. Then, a short timespan
of darkness could be introduced to make the faker struggle and have to improvise to
give the inspectors a chance.
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Figure 8.2: Example of a different visualization
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9 Summary

To summarize, we created a game that has sportive and social deduction elements. The
game is played with a smartphone as a controller and a PC for all visual elements.

We wrote a lobby system for Ubi-interact to connect the players with each other
in groups and make sure the communication between the devices runs smoothly.
Additionally, we created a way to record the IMU data, save it into a CSV file and
download it.

For the recognition, we implemented two different approaches: one for the visualiza-
tion of the players’ movements and one for the calculation of points given. The points
work well, whereas the directional approach has some challenges that are still present.

To filter the data for the directional recognition, we discarded small values from the
acceleration while summing up over a buffer. Then, we added all components of the
vector together. If this number was too small, we discarded it, otherwise we calculated
the differences between the axes to determine the axis the movement occurred along.
We found the biggest of these difference values, accounting for sufficient space between
them. Finally, we used the sign of the acceleration sum along the axis we just discovered
to determine the direction. In the end, we got a 69.23% recognition rate in slow gestures
with this approach.

For determining the points, we did not do as much smoothing. We only averaged
over the, much smaller, buffer without filtering the small values first and used these to
determine the difference between the user input and the recorded gesture. The reason
for this is that it is not needed because the recorded data is not filtered either and
it does not need to be as accurate, we can just put the threshold of classifying it as
“correct” a little higher and save some computation time.

In the end, we get a playable demo that still needs some work before it is ready to be
played as a party game for people that like to exercise and play together but can not do
so because of various reasons.
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